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Las XX Jornadas de Ingeniería del Software y Bases de Datos (JISBD 2015) se 
han celebrado en La Laguna del 19 al 21 de julio de 2017, como parte de las 
Jornadas SISTEDES. 
El programa de JISBD 2017 se ha organizado en torno a sesiones temáticas o 
tracks. A continuación se detalla el contenido de las actas: 
  

 Preliminares 
 Comités 
 Conferencia invitada: Dr. Don Gotterbarn 
 Tutoriales 
 Salón de la Fama 
 Track ASV – Arquitecturas Software y Variabilidad 
 Track GD – Gestión de Datos 
 Track ISDM – Ingeniería del Software Dirigida por Modelos 
 Track ISGB – Ingeniería del Software Guiada por Búsqueda 
 Track IWSP – Ingeniería Web y Sistemas Pervasivos 
 Track MEISSI – Métodos Empíricos en Ingeniería del Software y Sistemas de 

Información 
 Track PSM – Proceso Software y Metodologías 



 Track RCP – Requisitos, Calidad y Pruebas 
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Abstract—Developing low quality software (with design flaws, poor quality 
code, etc) lead to a product with an inner cost that could be measured by using 
technical debt, that could be considered as the economical effort to solve all the 
existing design problems of a given software. As time goes on, software quality 
is acquiring new dimensions, and one of the most important one in the recent 
years (required by our society) is Software Sustainability, that could be under-
stood as the degree of environmental-friendliness of a software system. So, fol-
lowing the idea of technical debt, we propose the concept of Ecological Debt 
which purpose is to measure the economical effort to develop a sustainable soft-
ware following the Green-in principles. 

1 Introduction 

Technical debt can be defined as “writing immature or not quite right code in order to 
ship a new product to market faster”; we can find it in many forms (process, scope, 
testing and design) [1]. Technical debt could also be understood as the “invisible result 
of past decisions about software that affect the future” [2]. Eq.1 presents a very simple 
equation that summarizes how technical debt could be calculated. In this formula, the 
“technological flaw” concept represents any kind of bad smell, anti-pattern or lack (of 
documentation or of test cases, for example). 

Technical_Debt = ΣRefactor(Technological_Flawj) [Eq.1] 

Technical debt may be considered to be a result of decisions to trade-off competing 
concerns during development; but the problem is that these decisions are the result of 
short-term thinking due to many reasons [1]. 

On one hand, the existence of technical debt is not a good indicator; but on the other 
hand assuming a certain degree gives us the possibility of releasing a product to take 
full advantage of a market opportunity, test a first version of a product with a stake-
holder who has no clear idea of the requirements, or put off implementing requirements 
that are not essential for a first version of the system. 

Technical debt is a “measure” related, in turn, with software development and 
maintenance. However, in the last years there is an interest, necessity and efforts on 
creating green IT solutions [3] in order to save IT’s increasingly energy demands due 
to several factors [4]. This new perspective when developing green IT solutions, and 



particularly, green IT software solutions lead us to a new question: which is the sus-
tainability cost of not adopting sustainable practices in software development?  

Following the metaphor of technical debt where, any kind of software flaw or soft-
ware design is compromising a value in the future, we propose the concept of ecological 
debt as measures (which we firstly outline in [5]) to evaluate the costs of not adopting 
good practices in developing sustainable software following the Green-in practices. 

2 Software Sustainability and Green in Software Engineering 

In broad terms, software sustainability consists on several practices that could be 
undertaken from several dimensions in order to follow an environmental friendly soft-
ware development process to produce environmental friendly software product. How-
ever, the Green in software engineering could be considered as practices which apply 
engineering principles to software by taking into consideration environmental aspects. 
The development, the operation and maintenance of software are therefore carried out 
in a green manner and produce a green software product, process or service. 

3 Ecological Debt: Hidden costs of non-sustainable software 

3.1 Outlining the concept 

While technical debt is in fact the lack of required functional or nonfunctional re-
quirements (on purpose or unintentionally), it is possible to outline a similar situation 
with respect to green software development: the concept of ecological debt. Greena-
bility requirements (as nonfunctional requirement) would not be an absolute value (for 
example, the response time for queries), but would be allowed to move within a given 
range. Obviously, the greener the system is, the less its consumption of resource is. But 
once again, the trade-off issues should be analyzed. If the long term cost of increasing 
the greenness in a software system is smaller than making a system highly sustainable 
(is less than planned but with a given and acceptable degree of greenability), then it 
may be reasonable to include a certain value of ecological debt in the system. It is 
important to track this debt, since some legal stipulation or stakeholder requirement 
might change. If that should happen, the systems would have to be refactored, with the 
subsequent waste of resources (extra costs). When ecological debt is incurred, it is very 
important to consider the feasibility of reengineering (and in turn, refactoring) source 
code, since this is considered a very time and resource-consuming task. 

Nevertheless, not all ecological debt is due to decisions taken because of greenability 
requirements (or failing to complete requirements). These include data transfer, pro-
cessing and hardware infrastructure, all of which is required for the delivery of updates. 
All these issues, which may cause further consumption of power and resource [6], im-
ply a decrease in software greenability. If we submit our systems to such policies or 
strategies we are assuming an ecological debt that must be recognized and quantified. 



3.2 Providing a first definition 

Now that the concept is clear, a possible definition can be outlined. Ecological debt 
may be considered as “the cost (in terms of resource usage) of delivering a software 
system with a greenability degree under the level of the non-functional requirements 
established by stakeholders, plus the incurring cost required to refactor the system in 
the future” (Eq.2). Such proposed definition differs from other similar ones which con-
sider all the sustainability dimensions [7], but it is important to consider that ecological 
debt is a measure oriented to Green-in vision of software sustainability.  

Ecological_Debt = ΣCost(resourcei) +ΣRefactor(Ecological_Flawj) [Eq.2] 

According to Eq.1 and Eq.2, ecological and technological debts have a common fac-
tor; this is the need to fix flaws. Until now, it has not been clear whether there are 
specific flaws that are associated with low values of software greenability, or even if 
the existing ones (applied in classical software maintenance) also influence greenabil-
ity. As proposed in the previous section, a possible starting point for classifying which 
flaws affect greenability would be the examination of those flaws related to classical 
maintenance, validating their impact on software greenability. 

Eq. 2 points to a very important consideration when talking about ecological debt; 
this is the fixed (and unrecoverable) cost of the overused resources. An overused re-
source is seen as a software or hardware resource which has been oversized for the 
actual software need. For example, a very common oversized resource related to green-
ability is power consumption. Power consumption can be expressed as cost ($, €, £, 
etc.), carbon footprint (CO2) or electrical power (w/h). The cost of these resources is a 
sort of investment that cannot be recovered or repaired (as can be done, on the other 
hand, with technical debt). It is possible to match such wasted power consumption to 
an economic concept- the irrecoverable expense: it is an outlay that cannot be recov-
ered, and thus, must not influence the future decisions of the organization, since it can-
not be recovered. It is nevertheless important to point out that in ecological debt, this 
irrecoverable expense must be taken into account in the context of the maintenance of 
the software maintenance strategy for the software portfolio. Technical debt exists for 
the whole period during which the organization is not decide to solve it, but the irre-
coverable expense factor of the ecological debt (Eq.2) is a continuous expense that will 
never be recovered. This is the most important reason for reducing the ecological debt. 

3.3 Weaving economical- and technical-debt 

Both forms of debt-the ecological and the technological- have in common the need 
to fix flaws. We can in fact state that a software system has a set of flaws which are 
responsible for its debt and that set is made up of the ecological and technical flaws. 
Now, the issue is: what happens if a technical flaw affects greenability, or vice versa? 

For any given system, if there were not a set of (technical and ecological) flaws that 
clearly affects both the system maintainability and greenability positively and in the 
same way, it would be necessary to undertake a trade-off analysis, since refactoring 
technological flaws would negatively affect ecological debt, and vice versa. Studies 
such as [8] reveals that removing certain design flaws increases power consumption. 



On the other hand, if there were common flaws, it would be possible to apply a set 
of refactoring transformations that benefits both debt and technological debt (while in 
turn improving greenability and maintainability). Finally, (though very improbably), if 
ecological and technical flaws were the same, then refactoring all of them would reduce 
both kinds of debt and improve greenability and maintainability. 

4. Conclusions 

In this paper, we present the concept of ecological debt, which aims to measure the 
cost of not considering good sustainable practices or taking bad design decisions in 
software development, producing software products with a low greenability (as a qual-
ity dimension) level. Ecological debt follows the same philosophy than technical debt, 
since the second one considers the cost of solving design flaws in software systems. 

In further steps, authors will reinforce the definition of ecological debt to be able to 
determine which factors directly affect to such measure. In addition, trade off analysis 
should be carried out in order to identify in what extent software sustainable good prac-
tices affects (negatively) to software design good practices, and vice versa. 
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